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Topic Notes: The ArrayList

Arrays are a very common method to store a collection of similar items.

Arrays work very well for a lot of situations, but they come with some very important restrictions.

• their size is specified on construction, and cannot be changed without constructing a new
array and copying over the contents

• all array indices must be managed explicitly

• if you want to insert an item at the start of or in the middle of an array, you need to move one
or more items out of the way to make room

• if you remove an item from the start or the middle of an array and you don’t want to leave a
“hole” in the middle, one or more items needs to be moved around to fill in the hole

This idea of a dynamically resizeable (or, extensible) array leads naturally to the idea of the ar-
raylist ADT, also known as a vector.

What kinds of operations would we like to have on something that behaves like a resizeable array?

We need the functionality of a regular array:

• construction

• add an item to the end

• insert an item in the middle

• retrieve value of an element

• remove an item

Most of the operators of an arraylist will assume that the elements are “packed” – that is:

• if we add an element, it will be added to the end by default

• if we add an element in the middle, all elements with higher subscripts are moved up to make
room

• if we remove an element, all elements with higher subscripts are shifted down to fill in the
space
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And of course, we will want it to resize itself to have enough space for as many elements as we
add.

We will look first at how such a structure as provided by the Java API can be used, then will
consider how it works.

The Java ArrayList Class
As you continue to expand your programming skills, you will learn about a variety of ways that
collections of data can be stored that vary in complexity, flexibility, and efficiency. The first of
these structures that we will consider is the ArrayList.

ArrayList is a class that implements an abstract data type (ADT) provided by the standard Java
utility library. We will look more closely later at what it means for the ArrayList to be an ADT.

Let’s see how to use them through an example.

https://github.com/SienaCSISDataStructuresJDT/PurchaseTracker-example

Here we have a program intended to keep track of a series of items purchased in a store. Each item
has a name, a unit price, and a quantity purchased by a customer. Our program will read in a series
of these items and track the most expensive, least expensive, the largest quantity purchased, and
the largest total cost (unit price times quantity). For simplicity, we will break any ties by the first
encountered. So if the most expensive item cost $9.50 but there are two different items each priced
at $9.50, we will keep the first and ignore the second.

PurchaseTrackerAll is an enhanced version of the PurchaseTrackerwith an ArrayList
that holds all of the PurchasedItem objects we create.

We consider each change that was made to the program to see the basic usage of an ArrayList.

• First, we need to add an import statement to the top of our program.

import java.util.ArrayList;

This allows us to use the class name ArrayList in the rest of the file and Java will know
we mean to use the one in the java.util package.

• Next, we declare a local variable in main for our ArrayList and construct an instance:

ArrayList<PurchasedItem> items = new ArrayList<PurchasedItem>();

Since an ArrayList is a generic structure that can be used to hold objects of any type, we
need to tell Java what type of objects will be stored in this particular ArrayList. In this
case, it’s PurchasedItems. So we specify this as a type parameter both in the variable
declaration and the construction.
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• The PurchasedItem instances are then created, and we need to insert each into the
ArrayList. This is done with the add method:

items.add(item);

This will take the PurchasedItem named item and add it to the first available slot in the
ArrayList named items.

Note that in this case, we are not requesting any specific location within the ArrayList
for the item. We will later see that we can be more specific here.

Note also that we as users of the ArrayList do not know (though when you take data
structures, you’ll have a pretty good idea) of what’s going on inside the ArrayList to add
the item. We just know that it knows how to do it.

When we’re done with the do..while loop, the ArrayList contains references to all of
the PurchasedItem objects we constructed.

• In the rest of the main method, we need to access the PurchasedItem objects within the
ArrayList. We do this with the get method:

item = items.get(0);

in the middle of the method gives us a reference to the first PurchasedItem that we had
added to the ArrayList.

We then see a for loop that uses itemNum is a loop index variable that will range from 1
to one less than the number of items in the ArrayList. How many items are there? We
can get that information from the ArrayList itself using the size method.

What we see here is that the ArrayList has assigned a number, often called an index, to
each PurchasedItem we added to the ArrayList, and we can pass that number to the
get method to get back a specific PurchasedItem from the ArrayList.

This is our good example of a search operation on a collection – we are looking through each
object in the collection to find ones that are the “winners” in each category. More precisely,
this is a linear search and we will say more about this later.

One of the great things about using a construct like an ArrayList is that we can extend our
programs to keep track of a much larger number of objects. No matter how many items we enter
into the program (within the bounds of our computer’s memory resources, at least) we can use a
collection like an ArrayList to keep track of them.

Other ArrayList methods
The examples above demonstrated just a few of the capabilities of the ArrayList class: con-
struction, add, get, and size.

The full documentation for the ArrayList can be found on Oracle’s Java documentation site:
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Java API Documentation: ArrayList at
https://docs.oracle.com/en/java/javase/12/docs/api/java.base/util/ArrayList.html

Here are a couple of additional methods, some of which will come up in later examples.

• remove – remove an object from the list

• clear – remove all objects from the list

• contains – determine if a given object is in the list

• set – replace the contents at an index with a new element

ArrayLists of Primitive Types
Java places a significant restriction on the use of primitive types as the type parameters for generic
data structures such as the ArrayList. The following would not be valid Java:

ArrayList<int> a = new ArrayList<int>();

The type in the <> must be an object type. Fortunately, Java provides object types that correspond
to each primitive type. An Integer object is able to store a single int value, a Double value
is able to store a single double value, etc. So the declaration and construction above would need
to be:

ArrayList<Integer> a = new ArrayList<Integer>();

In older versions of Java, programmers would need to be careful to convert back and forth between
values of the primitive types and their object encapsulators. To construct an Integer from an
int i, one would need to do so explicitly:

a.add(new Integer(i));

And to retrieve the int value from an Integer, one would also do so explicitly:

a.get(pos).intValue();

However, recent versions of Java automatically convert between the primitive types and their ob-
ject encapsulating classes. This is called autoboxing when converting from primitive to “boxed”
encapsulating classes, and autounboxing when going back the other way.

However, the effective programmer should always keep in mind that these conversions are occur-
ring, as there is a computational cost to each.
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Another Example
Suppose we have an ArrayList of Integer values, and someone (by a mechanism which is not
our concern) has asked us to write a method that will find the largest value in the ArrayList.
The following method will achieve this (we assume at least one element in the ArrayList):

private static int findMax(ArrayList<Integer> a) {

int max = a.get(0);
for (int i=1; i<a.size(); i++) {

int val = a.get(i);
if (val > max) max = val;

}
return max;

}

The Enhanced for Loop
We have seen that a common task with a collection such as an ArrayList is to iterate over its
contents. That is, “visit” every element in the list exactly once to do something to it.

It is often the case (and was in many of the examples here) that the specific index of an entry in an
ArrayList is not important as we are iterating over its contents.

In these cases, the counting for loops can be replaced with a related Java construct often called
the enhanced for loop, or a “foreach” loop.

If we have an ArrayList of objects of some type T and we wish to loop over all entries in the
loop, we can replace a counting loop:

ArrayList<T> a = new ArrayList<T>();

...

for (int i = 0; i < a.size(); i++) {
T item = a.get(i);
// do something with item

}

with an enhanced for loop:

ArrayList<T> a = new ArrayList<T>();
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...

for (T item : a) {
// do something with item

}

This construct will loop enough times so that the variable item will be assigned to each entry in
a exactly once through the body of the loop.

The enhanced for construct is not always appropriate, however. For example, in the findMax
method above, it is more convenient to be able to get the item at position 0 as the initial “max” and
then loop over the entries from positions 1 and up to check for larger values.

As you learn more Java, you will see a number of other data structures that can be used with the
for-each loop construct.

For practice: write a static method, copyEven, that returns a new ArrayList that has only
the even values of the input ArrayList, in the same order. Use an enhanced for loop.

public static ArrayList<Integer> copyEven(ArrayList<Integer> arrList)
{

...
}
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